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Abstract—Municipal solid waste collection systems normally
collect trash on a prescribed schedule and have the potential to
unnecessarily collect exhaustively. The problem of reducing the
frequency of garbage truck collection visits can be modeled
as a Markov decision process (MDP) and solved efficiently.
We split this problem into two phases: resource allocation
of garbage trucks and optimized route planning given trash
locations. The resource allocation phase is solved using the A*
path finding algorithm to determine if alternative agents are
closer to trash locations. The route planning phase is formulated
as an MDP and solved in a dynamic environment using model-
based and model-free approaches. For problems with relatively
small state-spaces, value iteration (model-based) guarantees that
the optimal policy is found. We compare the results of trash
collection policies for an oracle and a baseline against a learned
value iteration policy. We also analyze the benefit of multi-
agent allocation in a larger city context. Results show that an
optimized collection policy can reduce the usage of garbage
trucks compared to a standard baseline exhaustive collection
plan and therefore limit unnecessary emissions output.

I. INTRODUCTION

Garbage trucks get on average 4.63 miles per gallon [1],
thus are in a position to reduce their frequency of use. Nor-
mally, garbage trucks are deployed daily/weekly/bi-weekly to
collect trash, depending on the town or city [2]. The simple
fixed schedule means the usage of these inefficient trucks
could potentially be reduced. This work attempts to show that
this frequency can be reduced using reinforcement learning
to find an optimal plan for allocating garbage trucks in a
dynamic town and city environment.

The problem of optimizing the paths for garbage trucks to
travel to sites and collect trash can be modeled in various
ways. We split the problem into two phases: resource allo-
cation and planning. For phase one, resource allocation, we
determine if multiple agents would reduce the overall travel
of a single agent to trash locations within a grid city. We use
the A* path finding algorithm [3] to determine the shortest
path to all trash locations from specific origin locations for
up to four agents, and will deploy other agents if they are
closer to the trash locations. For phase two, planning, we
formulated the problem as a Markov decision process (MDP)
and solved it using value iteration, Q-learning, and Sarsa(\)
to create optimal policies on the fly [4]. The policies represent
the plan to follow to optimally collect trash within a city.

Our aim is to show that optimizing the allocation and
planning of garbage truck deployment would help minimize
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the frequency of scheduled trash pickups. This minimization
in turn could reduce unnecessary trash collection visits, could
save cost on gas for the garbage trucks, and ultimately reduce
the use of these large vehicles. This would also help to
limit the emissions output from garbage trucks. Empirically,
garbage trucks are loud and disruptive, causing disturbances
in neighborhoods on a weekly basis. These trucks are also
extremely inefficient [1]. Nevertheless, trash collection is a
necessity in society, but the impact of the inefficient trucks
has the potential to be reduced. Garbage trucks produce 2.23
kg of CO; per mile on average [1]. With the preservation of
limited natural resources and reduction of carbon emissions
output in mind, we purpose a reformulation of the trash
collection problem to solve it efficiently.

Similar decision support systems to solve the municipal
trash collection problem have been proposed. Specifically, L.
Santos et al. proposed a multi-vehicle multi-route spatial de-
cision support system for efficient trash collection in Portugal
using a heuristic technique called path-scanning [5], [6]. A
system was proposed to detect residential trash fill-level and
use shortest path planning to find optimal routes for trash
collection [7]. Another system used an integer programming
model for locating garbage accumulation points that could be
used within a decision support tool for municipal waste man-
agement systems [8]. Lastly, a study was done to characterize
the trash collection problem and determine optimal collection
paths that cover all residential blocks [2]. Absent from these
approaches is an automated system that can incorporate the
notion of reward into the decision of route planning in a
dynamic environment—we purpose such a system.

While this work purposes an automated planning system,
it does not assume the garbage vehicles are autonomously
driven. Recent studies have shown that autonomous vehicles
for solid waste collections could reduce costs for municipal
governments [9]. Knowing the potential benefit of autonomy,
the design of the purposed system abstracts the planning to
the vehicle location level, therefore could be applied to either
manned or unmanned vehicles.

The paper is structured as follows: Section II details
the technical approach to solve the problem; describing
the simulation environment in Section II-A, the model in
Section II-B, the investigated algorithms in Section II-C,
the software implementation in Section II-D, and addresses
assumptions in Section II-E. Section III highlights the results
and analysis from this work; defining an oracle and baseline
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in Section III-A, analyzing different reward models in Section
III-B, analyzing multi-agent allocation in Section III-C, and
discussing the emissions impact of the system in Section
III-D. Finally, Section IV addresses the applicability of such
a system in the real-world and provides concluding remarks.

II. APPROACH
A. Environment

A simulation environment was built to test, validate, and
tune the system. The environment is modeled as a grid with
certain cells marked as roads and other cells marked as trash
site locations. Two versions of the environment were tested: a
10 x 10 “town” with 4 trash locations (seen in Figure 1) and a
19 x 19 “city” with 36 trash locations (seen in Figure 4). The
environment propagates forward every time step and models
the accumulation of trash at the fixed trash locations. These
locations each have a fixed (z,y) coordinate, a trash fill-
level percentage [0 — 100], and a trash fill-rate [1 — 10]. The
fill-rate is fixed per location, while the fill-level is increased
per time step based on the fill-rate. We set the simulation
clock, i.e. time steps, to be a single day. We run a single
environment step, solve the MDP to get an optimal policy
on the fly, and then execute that policy. The full simulation
is run over 364 simulated days or 52 simulated weeks. We
set a collection threshold of 80% to be the fill-level in which
the trash is deemed ready to be collected.

B. Model

Due to the cost/reward nature of this problem, a state-based
approach was a good candidate, more specifically, modeling
the problem as an MDP. Our approach was to formulate the
garbage truck planning problem as an MDP and solve it
efficiently with a variety of algorithms within our simulation
environment. The agents in this problem are garbage trucks
and will be referred to as the agents going forward. Multiple
agents can be deployed during the resource allocation phase.

1) State-Space: The state is given by the (z,y) location
of the agent in the fixed grid world. The state-space is strictly
limited to the roads and the trash locations as shown in Figure
1. Thus, the state-space dimensionality is only 48 states for
the 10 x 10 grid and 316 for the 19 x 19 grid (see Figure 4).

This MDP has no terminal state as the trash can continue
to accumulate at the locations and the agent can continue
to collect the trash. We terminal the simulation after a fixed
maximum time step (set to 364 days, or 52 weeks).

2) Action-Space: Modeling this problem in a grid world
means we are only worried about the actions that the agent
can take in a 2D Cartesian plane. The action-space is the set
of all actions {nothing, up, down, left, right}, where
nothing is a non-action for the agent to remain stationary
and wait for more information to become available through
the propagation of the environment.

3) Reward Function: Multiple reward functions have been
explored and tested in this approach. The two reward func-
tions shown in Figure 2 are piecewise functions R of the
fill-level L. This allows us to model reward as a function of
the trash accumulation. Both reward functions have identical

227.

Fig. 1: Gray cells represent roads, red cells represent the
trash accumulation locations (where the color indicates the
fill-level at that location), and the blue rectangle is the agent.
White dots indicate the current optimal action at that cell
(where the dot is the nothing action).

behavior below the collection threshold, where the agent
would be penalized for visiting sites with little to no trash.
The constant reward function outputs constant reward when
above the collection threshold to help the agent collect
all nearest trash locations—further explored in Section III.
The decreasing reward function outputs decaying reward
as a function of the fill-level relative to full to penalize
allowing locations to get close to the maximum fill-level F'.
All rewards are adjusted by a multiplier of 100 for more
resolution in relative comparisons explored further in Section
III. Note that a discount factor of v = 0.99 was selected for
this MDP formulation.
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Fig. 2: Piecewise constant and decreasing reward functions
based on fill-level with an 80% collection threshold.

4) Transition Function: The transition function is deter-
ministic as the agent can move to another road cell or location
cell deterministically. The transition function also handles the
case where the action is nothing and will transition to the
current state with probability 1.



(a) Collecting trash from 1st site location

(b) Collecting trash from 2nd site location

Fig. 3: Example policy plots for a single day. Arrows indicate the optimal action in that state, where yellow arrows highlight
the travel path. The color scale of the roads indicate the Q-values from the policy, showing the gradient that the agent
follows. The green cells indicate trash locations above the collection threshold, thus deeming them ready to be collected.

C. Algorithms

For the first phase, resource allocation of agents, we solve
the problem using the A* path finding algorithm [3]. We
use A* to determine the shortest paths to all trash locations
and split those locations into partitions assigned to specific
agents. We limit the maximum number of agents to four, and
each agent has a unique origin point within the grid city.

For the second phase, efficient route planning, several
algorithms were investigated to solve for the optimal policy.
Notably, value iteration, Q-learning, and Sarsa(\). Value
iteration is an appropriate choice because we are using a
model-based approach with full knowledge of the entire state-
space, where the state-space is relatively small. Therefore,
we can learn the transition function 7' and reward reward
function R directly. With a Bellman residual of 1e —6, which
is used as a threshold for Q-value convergence, value iteration
converges in about 160 iterations. Therefore, the maximum
iterations was set to 200 to provide a bound. Value iteration
is guaranteed to converge to the optimal policy if all states
can be explored [4]. Figure 3 shows example policies learned
from value iteration.

We implemented a Q-learning approach to solve for an
optimal policy. Being a model-free approach, we do not learn
the transitions and rewards directly, but build up an estimate
as the simulation runs. We chose this to compare the model-
based and model-free approaches—also the implementation
is relatively fast, specifically due to the small state space.
Parameters for Q-learning include a learning rate a = 0.1,
a total of 200 episodes, and the frequency to evaluate the
trained policy at every 50 episodes (to reduce computation
time). We chose not to implement an exploration strategy like
epsilon greedy because we want to agent to deterministically
take the optimal action leading to trash site locations.

Choosing Sarsa(\) as another model-free approach was
specifically due to the feature of eligibility traces that comes

with this algorithm. Because we’ve included a nothing
action, and Q-learning and value iteration can be “shallow”
in their spreading of utility to neighboring states, we wanted
to test out an algorithm that back-tracks utility in a single
iteration.

Given the relatively small state-space, all three algorithms
converge to the identical optimal policy, with value iteration
running 15 times faster than Q-learning. Thus, further results
will focus solely on value iteration as it finds the optimal
policy efficiently.

D. Implementation

The implementation of the MDP is done in the Julia pro-
gramming language [10] leveraging the POMDPs.jl package
[11]. Julia is a well-equipped language for such a problem
as it is close to C in speed and as expressive as Python.

The design of the system models a grid world where
the agent can move to neighboring cells in search for a
reward. The major deviations from a standard grid world are
the restrictions the agents has in the environment, namely,
requiring the agent to move only on the roads. Normally, grid
world problems have a fixed reward that an agent has to find,
where the implementation of this system leverages the speed
of Julia to propagate the environment one time step, solve the
MDP using value iteration, follow the optimal path output by
the policy, resolve the policy to determine if more locations
are ready to be picked up, and then collect reward metrics.
All of that in a single iteration of the “real-time” system.
Because the implementation relies on the dynamic rewards
in the environment, which are functions of the current fill-
levels at each location, learning policies during run-time was
the most appropriate approach.

E. Assumptions

There are a few assumptions being made and we will
address them in this section. The first assumption is that the
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Fig. 4: A single agent in the 19 x 19 grid city with 36 trash
locations and overflowed accumulated trash shown in yellow.

fill-level at each location is reported to the agent. We are
assuming that each location is part of a network of sensors
that indicate, without error, the actual fill-level of trash
accumulation at that particular location. This assumption is
not paramount as cities are introducing smart waste bins more
frequently [7]. Another assumption we are making is that the
trash truck has unlimited fill capacity. This means the truck
can stay out and continue to collect trash during a single day
(i.e. time step) without having to deposit the garbage into
some central dump. What may seem obvious, but we also
assume that each location is adjacent to a road so that the
garbage truck can reach it. Lastly, an assumption that we
want to address is the maximum fill-level. Once a trash site
location hits the maximum fill-level, they will stay at that
level. The reward is still positive, but the agent prioritizes
collecting trash closer to the collection threshold before it
gets too full.

III. RESULTS AND ANALYSIS

This section will detail the analysis of the results from
various experiments. Analysis of oracle and baseline policies
versus the value iteration policy will be explored. This section
also covers experiments of sweeping scheduled collection
frequencies and their resulting metrics. Metrics include mean
reward, overflow count (the number of times trash was
collected when the fill-level was “full””), and mean path length
in miles. Experiments with multi-agent allocation will also be
analyzed. The following results were collected on the 19 x 19
grid city that has 36 trash site locations, as seen in Figure 4.

A. Oracle and Baseline

Oracle and baseline algorithms were implemented to pro-
vide a bounded comparison to the value iteration policy. The
chosen baseline algorithm will collect all trash locations at a
fixed frequency in units of days. This models how standard

trash collection in cities and towns operates—collecting
everywhere on a fixed schedule. We use the A* path finding
algorithm to iteratively determine the closest path between
the current trash locations. This gives us an accurate measure
of the total path length when the baseline travels to every
location. The A* algorithm uses the Manhattan distance as a
heuristic, which is helpful given the problem is modeled as
a grid city with road restrictions. The heuristic relaxes the
problem and allows for the search to bypass the roads.

The chosen oracle algorithm will collect trash from all
locations when they are deemed to be ready. The oracle is not
deployed on a fixed schedule, rather is dynamic to the needs
of the city. The oracle uses Euclidean distance from each
current trash site location to get a straight path to locations.

B. Reward Model Analysis

The constant and decreasing reward models shown in
Figure 2 are compared using the oracle, baseline, and value
iteration policies in the next sections. Analyzed metrics are
the mean reward, overflowed count, and mean path length.
The results are from the 19 x 19 city, run for 364 simulation
days or 52 weeks.

1) Mean Reward Analysis: Figure 5 highlights the mean
rewards when sweeping frequency of collection for a single
agent in the 19 x 19 city. Notice that the baseline results
show that given the policy of collecting every location at
the given frequency, the large negative mean reward is
expected. Looking at the bottom figure, we compare the value
iteration policy against the oracle in more detail (omitting
the baseline). Focusing first on the constant reward model
given by the solid lines, we see that the value iteration policy
hovers around the mean rewards of the oracle below about
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Fig. 5: Mean reward when sweeping frequency of collection
for the 19 x 19 city. Bottom figure omits the baseline results.
Solid lines represent the constant reward model and dashed
lines represent the decreasing reward model.
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Fig. 6: Overflow count when sweeping frequency of collec-
tion for the 19 x 19 city. Solid lines represent the constant
reward model and dashed lines represent the decreasing
reward model.

a frequency of 10 days. When the frequency is set to two
or four days, notice that the value iteration policy gathers
higher mean rewards compared to the oracle. This can be
characterized as behavior resulting from clearing out trash
locations quickly, and allowing them to fill up once again.
Thus, collecting more constant reward.

Now focusing on the decreasing reward model in the
dashed lines, we can see that the value iteration policy never
gathers more reward than the oracle. This is due to the design
of the oracle—collecting trash at the exact day they’re ready,
i.e. met the collection threshold. Because collecting at the
collection threshold gives the agent the maximum reward,
the oracle always achieves the maximum reward. Because
the value iteration policy waits until the scheduled frequency
has arrived, it could allow for trash to accumulate past the
collection threshold, thus gathering less overall reward, yet
still positive.

Notice that when the frequency is one, the value iteration
and oracle policies produce the same mean rewards. Thus is
because the value iteration algorithm will determine which
locations are ready to be picked up then solve for the optimal
policy. Therefore, when the frequency is set to one day, the
value iteration algorithm will sample the current locations
daily to see if any are ready for collection, thus collecting
the trash when the reward is the highest. Also, notice for
the constant reward model when the frequency is two or
four, value iteration achieves the same mean reward as the
oracle. This can be explained based on the selected fill-rates
of this particular city, where they happen to land within the
collection threshold and the maximum fill-level during the
collection cycle. The reward is constant regardless of the fill-
level between the collection threshold and the maximum fill-
level. This helps explain why the decreasing reward model
does not quite achieve the same maximum reward as the
oracle for frequencies of two and four, but is fairly close.

2) Overflow Analysis: When analyzing how often trash
was collected when the fill-level was at its maximum, i.e.
overflowed, we found some surprising results with the value

iteration policy. In Figure 6, focus on when the frequency is
set to days between 4-9. This sawtooth behavior is counter-
intuitive. Initially, we thought that increasing the collection
frequency would therefore increase how often overflowed
trash was recorded. But, that is not the case. Consider the
frequencies of five and six days. Based on the 36 locations all
with a particular fill-rate, there can be cases where collecting
trash at a lower frequency, say every five days, can result
in other sites being just about ready to be picked up. Thus,
waiting another five days, those sites would be overflowed
by that point. Yet, if we set the frequency to six days, this
allows sites close to the collection threshold to reach it, thus
collected during that collection cycle.

Other interesting results from the overflow analysis are the
similarities between the constant and decreasing reward mod-
els. There are no notable differences between the constant
reward model and decreasing reward model for the value
iteration policy. This result is expected as changes to the
values of rewards above the collection threshold should not
affect the amount of overflowed collection visits. Notice that
the oracle never collects overflowed trash, per its design.

Notice that the baseline only collects overflowed trash
when the collection frequency is set to 21 days or 3 weeks.
This is based on the fill-rates of the 19 x 19 city trash site
locations. Given a large window of time between collection
visits, there are bound to be locations that reach their maxi-
mum in that 3 week span, even though the baseline collected
all trash during the prior collection cycle.

Lastly, notice the spike in the overflowed count for the
value iteration policy at a frequency of 13 days. This is a
product of the selected fill-rates for this city. The explanation
is similar to the sawtooth behavior around frequencies 4-9.

3) Mean Path Length Analysis: An important metric when
trying to reduce the usage of garbage trucks and optimize
their frequency is the mean path length of a given collection
deployment. Given that each cell in the grid city represents
a square mile, the units of the mean path length is in miles.
Note, after an agent has collected all trash locations, we send
the agent back to its origin using A* and count that path
length as well.

First, looking at the top plot in Figure 7, which includes the
baseline, we can see that since the baseline visits every site
during its collection cycle, the path length is extremely high
when the collection frequency is low, and gradually reduces
based on the spread out collection frequency. Notice that the
oracle and value iteration policies always achieve a smaller
mean path length, regardless of collection frequency.

The bottom plot in Figure 7 omits the baseline results
to focus on the comparison between the oracle and value
iteration policies. Observe that the constant reward model
is always at or below the decreasing reward model. This
result is expected because the design of the decreasing reward
model emphasizes collecting trash at sites closer to the
collection threshold first. Thus, leaving the overflowed trash
for the end of its collection route, therefore potentially going
past locations in the process of collecting others. When the
reward model is constant, the agent is deployed to collect
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Fig. 7: Mean path length in miles when sweeping frequency
of collection for the 19 x 19 city. Solid lines represent
the constant reward model and dashed lines represent the
decreasing reward model.

trash and will collect the closest trash site locations, in that
order. This is highlighted in the fact that the constant reward
model is always at or below the decreasing reward model.

As a reminder, we used Euclidean distance to measure
the path length for the oracle. What we observe in Figure
7 is that the value iteration policy can achieve a shorter
mean path length above a collection frequency of 11 and
13 days, for the constant and decreasing reward models
respectively. Yet, referencing back to the mean rewards in
Figure 5 and overflowed count in Figure 6, we can see
selecting a collection frequency above about 10 days results
in a degradation of the reward and overflowed metrics. Based
on these results, we will continue analysis solely with the
constant reward model.

C. Multi-Agent Analysis

The first phase of the system is to determine if other agents
could also be deployed to help collect the available trash.
We use the A* path finding algorithm to determine if trash
locations are closer to specific agents at each corner of the
city. We limit the number of agents to be between 1-4, with
each agent occupying a specific corner. See Figure 9, which
shows the same time step as Figure 4 but with four agents
occupying partitions of locations within the grid city.

Figure 8 plots the mean path length for the value iteration
policy over the 19 x 19 city for 1-4 agents, sweeping col-
lection frequency. Intuitively, when a total of four agents are
selected, the overall path length is minimized—except in the
case for the collection frequency of 21 days. Notice that the
single agent value iteration policy slightly outperforms the
four agent policy during this 21 day collection frequency.
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Fig. 8: Mean path length in miles for multi-agent allocation
when sweeping frequency of collection for the 19 x 19 city.

This is due to many of the trash locations being ready to be
collected, therefore, each agent has to travel to almost all of
the locations. When it’s just a single agent, the agent traverses
the entire city optimally. With four agents, they focus on their
city partitions.

D. Emissions Analysis

The aim of this work is to show that an automated trash
collection system can be optimized to reduce frequency of
visits, thus reducing the total carbon emissions output by the
garbage trucks and save cost on gas per day. Using emissions
data and miles per gallon (MPG) data for garbage trucks from
[1], we have compared the value iteration policy using the
collection frequency of eight days against the baseline and
oracle policies. Based on the results from Section III-A, we
chose to analyze a collection frequency of eight days. The
choice of eight days weights out maximizing rewards, but
more importantly, minimizing path length and is the highest
frequency with an overflow of zero.

The emissions output results and cost of gas per day are
highlighted in Table I. As expected, the oracle is ideal with
respect to emissions output and gas cost. Focus on the value

TABLE I: Average emissions output and gas cost.

Num. Emissions Gas Cost
Agents  Algorithm” (CO3 kg/day)" (USD/day)¥8
Oracle 15.95 $6.02

1  Baseline 52.18 $19.69
Value iteration 18.41 $6.94

Oracle 16.50 $6.22

2 Baseline 44.73 $16.87
Value iteration 40.69 $15.35

Oracle 12.40 $4.68

3 Baseline 43.07 $16.25
Value iteration 21.58 $8.14

Oracle 7.85 $2.96

4  Baseline 38.03 $14.39
Value iteration 18.10 $6.83

* Collection frequency of every eight days.

T Average of 2.23 kg of COg per mile for garbage trucks [1]
¥ Average of 4.63 miles per gallon for garbage trucks [1]

8 Diesel price in California of $3.904 per gallon [12]
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Fig. 9: Multi-agent allocation given starting origins at the four corners of the 19 x 19 grid city.

iteration and baseline results. The value iteration always
outperforms the baseline policy for all number of agents
allocated. Notably, a single agent value iteration policy has
a 64.7% reduction in daily emissions and gas cost compared
to the baseline. A two agent value iteration policy has a
9.1% reduction, a three agent policy has a 49.9% reduction,
and an four agent policy has a 52.4% reduction. From these
results, we can see that an automated trash collection system,
formulated as an MDP, can save money and reduce carbon
emissions.

IV. CONCLUSION

An automated trash collection system can be widely ap-
plicable in a real-world setting. Certain municipalities have
similar systems in place to plan routes [2], [5]. Expanding on
this work could turn the system into a decision support tool
for city waste management departments. Converting the grid
world formulation to integrated real-world maps would be
trivial as the problem is modeled as a graph between nodes.
Interfacing with smart garbage bins in cities could provide
the measurement of the fill-level at specific locations. Based
on the static nature of trash collection schedules, a more
dynamic/reactive approach could benefit towns and cities—
both monetarily and environmentally.

In this paper we proposed a trash collection system in order
to reduce the usage of garbage trucks. We split the problem
into two phases: resource allocation of garbage trucks and
optimal route planning. We described the formulation of
the problem as a search problem using A* and an MDP
to represent the state, actions, and rewards in the city en-
vironment. The MDP was solved using the value iteration
algorithm to produce the optimal policy efficiently. The work
also produced a method to tune the frequency of scheduled
trash collection visits. Comparing against a naive baseline
system and an oracle system showed that a value iteration
policy has major benefits in both emissions output and cost
of gas on a per day basis.
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